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1 The Junction Tree Algorithm 

For general undirected graphs potentially with loops, we sought an exact inference algo
rithm for computing all the marginals. Simply running the elimination algorithm to obtain 
the marginal at each node works but does not provide a clear way of recycling intermedi
ate computations. The junction tree algorithm is a principled way to compute marginals 
for every node in any undirected graphical model and makes it clear how intermediate 
computations are stored. 

Consider graph G = (V,E) where  |V| = N . We will assume that we are given a set 
of potentials φC (xC ) specified directly over the maximal cliques of the graph. Thus, we 
implicitly assume that we have a list of the maximal cliques given to us. 

The junction tree algorithm is: 

1.	 Chordalize the graph using the elimination algorithm with an arbitrary 
elimination ordering, if required. We first check whether the graph is chordal. 
This can be done either by inspection, or more systematically, by trying to find an 
elimination ordering which does not add any edges. If the original graph is chordal, 
it is always possible to find a good elimination order (i.e. an order where no edges 
are added) simply by eliminating those nodes whose neighbors are fully connected. 
On the other hand, if the graph is not chordal, we will find that it is impossible to 
eliminate all the nodes without adding edges. In this case, we carry out elimination 
using ‘some’ elimination ordering, and add all these edges to our original graph. In 
other words, we work with the reconstituted graph instead of the original, since the 
latter is always chordal. 

Running time: O(N2). 

2.	 Find the maximal cliques in the chordal graph. If the original graph was 
chordal, this step does not need to be carried out, since the maximal cliques are al
ready given to us (by assumption). However, if the triangulated graph we use to build 
our junction tree differs from the original, we need to find the maximal cliques of this 
new chordal graph. In most cases, these can be found simply by inspection. However, 
there is also an extremely simple and efficient algorithm to find maximal cliques for 
chordal graphs, which we shall discuss in a later section. 
Note: For a chordal graph, the total number of maximal cliques in the graph is ≤ N . 

Let C be the set of maximal cliques obtained by the above procedure, and we will 
denote D = maxC∈C |C| to be the size of the largest maximal clique in C. 

Running time: O(N2). 

3.	 Compute the separator sets for each pair of maximal cliques and construct 
a weighted clique graph. For each pair of maximal cliques (Ci, Cj ) in the graph, 
we check whether they possess any common variables. If yes, we designate a separator 
set between these 2 cliques as Sij = Ci ∩ Cj . 
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While computing these separator sets, we simultaneously build a clique graph (not 
necessarily a tree!) by adding edge (Ci, Cj ) with weight |Ci ∩ Cj | if this weight is 
positive. 

This step can be implemented quickly in practice using a hash table. 

Running time: O(|C|2D) =  O(N2D). 

4.	 Compute a maximum-weight spanning tree on the weighted clique graph to  
obtain a junction tree. Finding maximum weight spanning trees is a well studied  
problem, for which the two (greedy) algorithms of choice are Kruskal’s algorithm and  
Prim’s algorithm. 1 We will give Kruskal’s algorithm for finding the maximum-weight  
spanning tree:  

•	 Initialize an edgeless graph T with nodes that are all the maximal cliques in our 
chordal graph. We’ll basically add edges to T until it becomes a junction tree. 

•	 Sort the m edges in our clique graph from step 3 by weight so that if edge ei has 
weight wj , then we have  e1, e2, . . . , em with w1 ≥ w2 ≥ · · · ≥ wm. 

•	 For i = 1, 2, . . . ,m: 
–	 Add edge ei to T if it does not introduce a cycle.2 

–	 If |C| − 1 edges have been added, quit. 
The resulting tree from the above procedure is a junction tree. The time com
plexity of Kruskal’s algorithm is equal to O(|E| log |E|) operations where |E| is 
the number of edges in our clique graph from step 3. This complexity is essen
tially due to the sorting step. Note that |E| = O(|C|2). Thus, O(|E| log |E|) =  
O(|C|2 log |C|2) =  O(2|C|2 log |C|) =  O(|C|2 log |C|). 

Running time: O(|C|2 log |C|) =  O(|N |2 log |N |). 
5.	 Define potentials on the junction tree. If the original distribution was p (x) ∝ 	 x

C∈C φC (xC ), then the junction tree T = (C,F) has factorization 

py(yC1 , yC2 , . . . , yC|C| )  	  
∝ φC (yC ) 1{yCi and yCj agree on indices corresponding to Ci ∩ Cj } . '	 ( ' ' ( '

C∈C	 (Ci,Cj )∈Fsingleton potential	 edge potential ψCi,Cj 

1Often greedy algorithms can be shown to fail miserably on specific inputs, but this is not the case for 
Kruskal’s and Prim’s algorithms, which are celebrated examples of greedy algorithms that are in fact optimal 
for the problems they are trying to solve. Note that maximum spanning trees may not be unique. 

2As an aside, with an input graph over |V | nodes, checking that adding an edge does not introduce a 
cycle can be done in O(log ∗ |V |) time, where log ∗ (pronounced “log star” and also referred to as the iterated 
logarithm) is the number of times log needs to be applied to a number to get a value less than or equal 
to 1 (see Chapter 5 of S. Dasgupta, C.H. Papadimitriou, and U.V. Vazirani’s  The growth 
of log ∗ is  ridiculously slow and for all intents and purposes, log ∗ might as well be a constant. For example, 
log ∗ (2) = 1 (265536and log ∗ ) = 5, where we are assuming log to be base 2. 
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Remark 1 : This does not actually have to be implemented; if we keep track of separa
tor sets, while running sum-product, we can just enforce agreement and avoid having 
to do extra summations. More details for this are in the next step. 

6.	 Run sum-product on the junction tree. (Shafer-Shenoy algorithm) The 
largest alphabet size at a node is |X|D, so the running time is O(|C||X|D). To account 
for the remark made in the previous step, suppose V and W are two neighboring 
maximal-clique nodes in the junction tree with separator set S = V ∩ W . Let  xV = 
(xS , xV \S) be a value maximal clique xV can take on, and let yW = (yS , yW\S) be a  
value maximal clique xW can take on. Then the message sent from V to W is: 

mV →W (yS , yW\S) ≡ mV →W (yW )  
= φV (xV )ψV,W (xV , yW ) mU→V (xV ) 

xV	 U∈N(V )\W  
= φV (xS , xV \S)ψV,W (xS , xV \S , yS , yW\S) mU→V (xS , xV \S) 

xV	 U∈N(V )\W  
= φV (xS , xV \S)1{xS = yS} mU→V (xS , xV \S) 

xV	 U∈N(V )\W  
= φV (yS , xV \S) mU→V (yS , xV \S). 

xV \S U∈N(V )\W 

By noticing that we can just write the message in this way, we need not explicitly 
store edge potentials! 

Remark 2: This particular style of modified message passing on junction trees is known 
as the Shafer-Shenoy algorithm. 

Running time: O(|C||X|D) =  O(N |X|D). 
7.	 Compute marginals. After running sum-product on the junction tree, we have 

marginals for maximal cliques, but to actually get the marginal for each node in our 
original graph, we need to essentially use brute-force to obtain node marginals given 
a maximal-clique marginal. For example, say we obtain marginal p (x1, x2, x3)x1,x2,x3 

over maximal clique {x1, x2, x3}. Then to compute the marginal for x1, we just comq 
pute p (x1) =  p (x1, x2, x3). So for each node v in our original graph, x1 x2,x3 x1,x2,x3 

we need to do O(|X||C|) operations to compute the marginal for v, where  C is the  
smallest maximal clique that v participates in. Thus, the maximum possible running  
time for doing this across all nodes is: O(N |X|maxi |Ci|) =  O(N |X|D).  
Running time: O(N |X|D).  

So the overall running time for the whole algorithm is: O(N2D + N2 log N + N |X|D). 

Note that the largest maximal clique size D of the chordal graph depends on the elim
ination ordering, where the smallest D possible across all elimination orderings is called 
the tree-width of graph G. So the Junction Tree Algorithm takes time exponential in D 
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for exact inference. But this isn’t a surprising result since we can encode NP-complete 
problems as inference problems over undirected graphs (e.g., 3-coloring), and the P vs. NP 
problem would have long ago been settled if the Junction Tree Algorithm efficiently solved 
all inference problems. 

Hugin updates (optional, not discussed in recitation) 

We next look at a different way to obtain marginal distributions over maximal cliques in 
the chordal graph. The lecture coverage for the junction tree algorithm intentionally aimed 
for an intuitive exposition, leading to the above algorithm. However, the junction tree 
algorithm more generally describes several algorithms that do essentially the same thing 
but vary in implementation details. 

The algorithm described above where we have simplified the message-passing update 
so that we don’t have to store edge potentials is the Shafer-Shenoy algorithm (∼ 1990). 
Another algorithm is the Hugin algorithm ( ∼ 1990), which does steps 5 and 6 above 
differently; the trick used by the Hugin algorithm is the same as the trick we used for 
parallel Sum-Product to reduce the number of message multiplications. However, with 
some clever bookkeeping, the update equations for the Hugin algorithm can look a tad bit 
foreign compared to what we’ve seen thus far in the class because these update equations 
actually sequentially modify node and edge potentials! 

The basic idea is as follows. Recall that the Shafer-Shenoy message update equation is 
t+1 t mV →W (yS , yW \S ) =  φV (yS , xV \S ) mU→V (yS , xV \S ), (1) 

xV \S U∈N(V )\W 

where we now explicitly write out the iteration number to make it clear what’s being updated 
in the following derivation. Define 

tφ¢Vt (xS , xV \S ) =  φV (xS , xV \S ) mU→V (xS , xV \S ). (2) 
U∈N(V ) 

Combining Eqs. (1) and (2) gives 

φ¢t (yS , xV \S )t+1 V m (yS , yW \S ) =  .V →W tmW →V (yS , xV \S )xV \S 

Note that this message update does not actually depend on value yW \S , so this message 
behaves like a potential over separator set S.  Once we compute the  above update,  we  can  

t+1update φ¢t (xS , xV \S ) to account for the new message m (yS , yW \S):V V →W ⎛ ⎞ 

φ¢t+1 t t+1(yS , xW \S ) =  φW (yS , xW \S ) ⎝ mU→W (yS , xW \S )⎠ m (yS , yW \S )W V →W  
U∈N(W )\V  ⎛ ⎞ 

m t+1 (yS , yW \S )⎝ t V →W⎠= φW (yS , xW \S ) mU→W (yS , xW \S ) tmV →W (yS , yW \S )
U∈N(W ) 

m t+1 (yS , yW \S )
φ¢t = W (yS , xW \S ) 

V →W .tmV →W (yS , yW \S ) 
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So it’s possible to keep track of only the messages sent (which behave as potentials over 
separator sets) and modified node potentials φ¢V ’s for each maximal clique V . As  a  warning  
up front, the Hugin update equations will still look slightly different because via careful 
bookkeeping, it does not separately store mV →W and mW →V potentials. 

With the above intuition, we now give the Hugin algorithm. We directly place potentials 
on separator sets, which are like edge potentials, and node and separator set potentials 
are sequentially updated until each node potential is actually proportional to the node’s 
marginal distribution. We write our distribution as: 

(i) φC (xC ) 
px(x) ∝ φC (xC ) =	 C∈C (3) 

S∈S φS (xS )
C∈C 

where S is the set of separator sets. We initialize φS (·) ≡ 1 for all S ∈ S. Sequential Hugin 
updates to the node and separator set potentials will ensure that equality (i) above  always  
holds true, which guarantees that at every update, the node and separator set potentials 
actually do describe the same joint distribution we began with. 

The Hugin update is as follows, where we can view this as sending a message from 
maximal clique V to neighboring maximal clique W where we have separator set S = V ∩W : 

V WS 

φV (xV ) =  φV (xS , xV \S) φS(xS ) φW (xW ) =  φW (xS , xW \S ) 

∗ φS (xS) =  φV (xS , xV \S ) 
xV \S 

∗φ (xS )∗ ∗	 SφW (xW ) ≡ φW (xS , xW \S) =  φW (xS , xW \S )φS (xS ) 
∗	 ∗After running these two updates, we replace φS with φS and φW with φW , effectively 

updating the separator potential for S and the node potential for W . We do these updates 
from leaves to root and then from the root back to the leaves as in the serial sum-product 
algorithm. At the end, we have 

φC (xC ) ∝ p (xC ) for all C ∈ C.xC 

We mention two key properties of the Hugin update equations: 

1. At each update step, equality (i) in Eq. (3) is preserved. To show this, it suffices to 
look at the terms involved in an update:  	  ∗	 ∗φV (xV )φ (xW ) φV (xV ) φ (xS ) φV (xV )φW (xW )W = S φW (xW ) =	 ,∗ ∗φS(xS) φS (xS ) φS (xS )	 φS (xS ) 

as desired.  
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2. There actually is consistency for two neighboring maximal cliques after messages have 
been sent both directions. In particular, suppose we send message from V to W . Then  
we send a message from W back to V , where using the above update equations gives: 

∗∗ ∗ φS (xS ) =  φW (xS , xW \S ) 
W \S 
∗∗φ (xS )

φV 
∗ (xV ) =  S φV (xV )∗φS (xS ) 

Then 

∗∗φ (xS )
φV 
∗ (xS , xV \S) =  S φV (xS , xV \S )∗φS (xS )

V \S V \S q ∗φ (xS , xW \S )W \S W 
= φV (xS , xV \S )∗φS (xS )

V \S q
V \S φV (xS , xV \S )∗ = φW (xS , xW \S ) ∗φS (xS )

W \S 
∗φ (xS) 

= φW 
∗ (xS , xW \S ) S 

∗φS (xS)W \S 

∗ = φW (xS , xW \S ). 
W \S 

This means that the two maximal-clique marginals for V and W agree on variables 
in their intersection S, as desired. 

Example problem for building JCT 

Check your understanding of the junction tree algorithm by running steps 1-4 (listed earlier) 
by hand to obtain a junction tree for the following graph: 

1 2 

4 

3 

56 
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4 Maximal cliques in chordal graphs 

We saw in Pset-2 that there exists graphs with exponentially many maximal cliques. It is a 
remarkable fact that in chordal graphs, we can have no more than N maximal cliques, where 
N is the number of nodes in the graph. Moreover, there exists an efficient procedure to find 
these maximal cliques. Both these facts are closely related to the elimination algorithm. 
We shall state and prove both of these claims below. 

Claim 1 A chordal graph with N vertices can have no more than N maximal cliques.  

Claim 2 Given a chordal graph with G = (V,E), where  |V | = N , there exists an algorithm  
to find all the maximal cliques of G which takes no more than O(|N |4) time.  

Definition 1 (elimination clique) Given a chordal graph G, and an elimination ordering  
for G which does not add any edges. Suppose node i is eliminated in some step of the  
elimination algorithm, then the clique consisting of the node i along with its neighbors  
during the elimination step (which must be fully connected since elimination does not add  
edges) is called an elimination clique3 .  
More formally, suppose node i is eliminated in the k-th step of the algorithm, and let G(k)  
be the graph just before the k-th elimination step. Then Ci = {i} ∪ N(k)(i), where  N(k)(i)  
represents the neighbors of i in G(k).  

Theorem 1 Given a chordal graph and an elimination ordering which does not add any  
edges. Let C be the set of maximal cliques in the chordal graph, and let Ce = (∪i∈V Ci) be  
the set of elimination cliques obtained from this elimination ordering. Then, C ⊆ Ce. In   
other words, every maximal clique is also an elimination clique for this particular ordering.  

Proof:  
Proof of this theorem is left as an exercise. 

The above theorem immediately proves the 2 claims given earlier. Firstly, it shows that 
a chordal graph cannot have more than N maximal cliques, since we have only N elimina
tion cliques. Further, it gives us an efficient algorithm for finding these N maximal cliques 
- simply go over each elimination clique and check whether it is maximal. Even if we do 
this in a brute force way, we will not take more than |Ce|2 ∗D time, which is bounded by 
O(N3). (since both clique size and no. of elimination cliques is bounded by N). In fact, in 
practice we only need to check whether the clique is maximal by comparing it to cliques 
that appear *before* it in the elimination ordering. 

The above proof may appear very simple, but we have used a property here that we did 
not prove: that we can find an elimination ordering for a chordal graph which does not add 
edges. This statement can be proved by using the following 2 observations: 
i) Every chordal graph has a node whose neighbors are fully connected. Thus eliminatiing 
such a node will not add any edges to the graph. 

3AFAIK, the term elimination clique is not standard, and has not been defined elsewhere in the literature. 
We are defining it only to simplify presentation of the topic 
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ii) If a graph G is chordal, any graph obtained by deleting a vertex from G (as well as the  
edges incident on that vertex), must also be chordal. In other words, deleting a node from 
a graph preserves chordality. 

The first observation follows from Lemma-2 in lecture-14, while the second observation 
is easy to prove. Thus, there exists an elimination ordering for chordal graphs, which con
sists of always eliminating a node whose neighbors are fully connected. We can simply use 
a brute-force algorithm for finding the elimination ordering: For each elimination step, go 
through the entire set of nodes, until you find one whose neighbors are fully connected. 
Even this naive approach is polynomial time viz. O(N4), and it can be speeded up by using 
better algorithms. 

Remark 3: The above procedure describes an O(N4) algorithm for finding the maxi
mal cliques, but there exist much faster algorithms. I will give a reference from last year’s 
recitation notes for an O(N2) algorithm, for those who are interested: Algorithm 2 of P. 
Galinier, M., Habib, and C. Paul’s “Chordal graphs and their clique graphs” (1995). 
(This is the reason we described the running time in step-2 of our junction tree algorithm 
as only O(N2)) 

Remark 4: Elimination orderings which do not add any edges are called ‘perfect elimina
tion orderings’. They have connections to many important problems such as graph coloring, 
and form an interesting topic of study. It should be clear by now that a graph has a perfect 
elimination ordering iff it is chordal. 

Remark 5: The above discussion also shows why the maximum clique problem, which 
is NP-hard on general graphs, is easy on chordal graphs. 

Definitions of tree graphs 

There are several equivalent ways of defining a tree graph. We list some of these definitions  
below, without giving the proof of equivalence:  

Note: 1) When we talk about trees, we implicitly talk about spanning trees i.e. trees that  
connect all the given vertices.  
2) In the below definitions, we assume that we are given a set of vertices V , where  |V | = N ,  
and we are looking at graphs over these vertices.  

The following are equivalent to the statement “G is a tree” :  

Definition 2 G is a connected, acyclic graph over N nodes. 

Definition 3 G is a connected graph over N nodes with N-1 edges. 

Definition 4 G is a minimal connected graph over N nodes. 

Definition 5 (Important) G is a graph over N nodes, such that for any 2 nodes i and j in 
G, with  i  = j, there is a unique path from i to j in G. 
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6 Relationship between chordal graphs and junction trees 

Theorem 2 For any graph G = (V, E), the following statements are equivalent:  
1) G has a junction tree.  
2) G is chordal.  

In order to prove this statement, it will be helpful to recount the definition of junction trees: 

Definition 6 (Junction trees) Given a graph G = (V,E), a graph G' = (V ', E') is said 
to be a Junction Tree for G, iff:  
i. The nodes of G' are the maximal cliques of G (i.e. G' is a clique graph of G.) 
ii. G' is a tree. 
iii. Running Intersection Property / Junction Tree Property: For each v ∈ V , define G' tov 
be the induced subgraph4 of G' consisting of exactly those nodes which correspond to maximal 
cliques of G that contain v. Then  G' must be a connected graph. v 

We shall now proceed with the proof of the above theorem. 

Proof: 
We need to prove 2 directions: 

1. G is chordal → G has a junction tree. 
This is a proof by induction, and uses a few lemmas about chordal graphs. The full proof is given 
in the lecture notes for lecture-14, hence we won’t repeat it here. 

2. G has a junction tree → G is chordal. 
We prove this by contradiction. Suppose there exists a graph G, which is non-chordal, and has a 
junction tree GJ . Since  G is not a chordal graph, it must, by definition, have some non-chordal cycle 
of length 4 or more. For simplicity, we look at the case where the graph has a chordless 4-cycle. The 
proof for this case generalises easily to chordless k-cycle. WLOG, let vertices 1,2,3,4 be the vertices 
involved in the chordless 4-cycle in G, in that order.  

Note: To avoid confusion, in what follows, we shall call the nodes of G as ‘vertices’, and the 
nodes of GJ as just ‘nodes’. 

Claim 3 The pairs of vertices {1, 2}, {2, 3}, {3, 4}, and  {4, 1} appear in different nodes of the 
junction tree. 

Proof: 
Let us consider the pairs of vertices {1, 2} and {2, 3}. Since  (1, 2) is an edge in the original graph, 
it is either a maximal clique itself or part of some larger maximal clique in G. Hence, vertices {1, 2}
must appear together in some maximal clique of G. Similar arguments hold for the other 3 pairs 
of vertices. However, vertices {1, 2, 3} cannot be part of the same clique, since that would mean 1 
and 3 are connected, which violates our assumption that (1,2,3,4) is a chordless cycle. Hence, {1, 2}
and {2, 3} must appear in different maximal cliques. By similar arguments, each of the 4 pairs of 
vertices must appear in different maximal cliques in G, and hence in different nodes of GJ . This  

4An induced subgraph is a special type of subgraph where we choose some subset of vertices of the original 
graph, and ALL edges incident on those vertices. 
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proves the claim. 

Let A, B, C, D be some maximal cliques5 of G containing the pairs of vertices {1, 2}, {2, 3}, 
{3, 4}, and  {4, 1} respectively. The above claim shows that A, B, C, D must be distinct nodes. 
Since GJ is a junction tree, by applying the junction tree property to vertex 2, we see that GJ must 
have some path from A to B where every maximal clique appearing in the path includes vertex 2. 
By definition, B also contains vertex 3. On the path from A to B, we see if there are any cliques 
appearing before B, which also contain vertex 3 (this will happen only if {2, 3} appears in multiple 
maximal cliques in G). We look at the first node in the path which contains vertex 3, call it B'. 
Thus, no intermediate nodes in the path from A to B' contain vertex 3. 

Now, we apply the junction tree property to vertex 3. Thus, there must exist a path from B' to 
C, such that every node in the path contains vertex 3. Thus, the path from B' to C cannot have 
any common nodes with the path from A to B', other than B' (Why?). As in the previous step, we 
look at the path from B' to C, and find the first node in that path that contains vertex 4. Call this 
node C '. Thus, no intermediate node on the path from B' to C ' contains vertex 4. We now apply 
the junction tree property to vertex 4, and thus argue that there exists a path in GJ from C to D 
such that each node in the path contains vertex 4. Also, this path has no nodes in common with 
the path from B' to C ', other than C '. 

We are almost done with the proof. We found paths of nodes in GJ from A to B', B' to C ', and  C ' 

to D', such that the paths were all disjoint except for the endpoints. Hence, putting them one after 
another, we get a path from A to D. We now ask the question - does every node in this path contain 
vertex 1? The answer is No, because the path contains nodes B' and C ', which contain the pairs 
of vertices {2, 3} and {3, 4} respectively, and hence cannot contain vertex 1. (Since we know that 
vertex 1 is not connected to vertex 3, since (1,2,3,4) is a chordless cycle in G). Thus, we have found a 
path from node A to node D in GJ , such that vertex 1 does not appear in every node along the path. 

But we know that in a tree, there is a unique path from every node to every other node (see 
definition-4 for trees in the previous section). Hence, we can now make the following claim - there is 
No path in GJ from A to D, such that vertex 1 appears in all nodes along the path. This means that 
GJ cannot satisfy the junction tree property with respect to vertex 1. Hence GJ is not a junction 
tree. QED. 

7 Solutions 

7.1 Solution to Junction tree problem 

Choose an elimination ordering, say: 6, 1, 2, 3, 4, 5. This ordering adds 2 edges. Here is 
the triangulated graph: 

5We are going to use the symbols A, B, C, D to refer to maximal cliques in G, as well as nodes in GJ . 
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We now build a junction tree for the chordal graph above. To do this, we first need 
to build a weighted clique graph, and then find the maximum-weight spanning tree of that 
graph. Following through with the steps, we get the following junction tree: 

Having built the junction tree graph, now we need to assign potentials to it. This is 
easy to do. For edges, the potentials are merely indicator variables which enforce consis
tency among adjacent cliques. For nodes, the potentials are the maximal clique potentials 
corresponding to the triangulated graph. The only thing we need to be careful about is 
that we do not repeat potentials i.e. we do not assign the same potential in the original 
graph to multiple maximal cliques in the triangulated graph. This can be done as follows: 
Maintain a list of potentials over all maximal cliques of the triangulated graph. Initialize 
all the potentials to one. Now go over each potential in the original graph, and assign it to 
some maximal clique in the triangulated graph. At the end, the potential for each maximal 
clique is simply the product of the potentials assigned to it. 

———— 
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